# 4. Основные операторы С#

## 4.1.Базовые конструкции структурного программирования

Структурное программирование — это технология создания программ, позволяющая путем соблюдения определенных правил сократить время разработки и уменьшить количество ошибок, а также облегчить возможность модификации программы.

В теории программирования доказано, что программу для решения задачи любой сложности можно составить только из трех структур: линейной, разветвляющейся и циклической. Эти структуры называются базовыми конструкциями структурного программирования.

Линейной называется конструкция, представляющая собой последовательное соединение двух или более операторов.

Ветвление – задает выполнение одного из двух операторов, в зависимости от выполнения какого либо условия.

Цикл – задает многократное выполнение оператора.

|  |  |  |
| --- | --- | --- |
| Следование | Ветвление | Цикл |
|  |  |  |

Рисунок . Базовые конструкции структурного программирвания

Целью использования базовых конструкций является получение программы простой структуры. Такую программу легко читать, отлаживать и при необходимости вносить в нее изменения. Структурное программирование также называют программированием без goto, т. к. частое использование операторов перехода затрудняет понимание логики работы программы. Но иногда встречаются ситуации, в которых применение операторов перехода, наоборот, упрощает структуру программы.

Операторы управления работой программы называют управляющими конструкциями программы. К ним относят:

1. составные операторы;
2. операторы выбора;
3. операторы циклов;
4. операторы перехода.

### 4.2. Оператор «выражение»

Любое выражение, заканчивающееся точкой с запятой, рассматривается как оператор, выполнение которого заключается в вычислении этого выражения. Частным случаем выражения является пустой оператор ; (точка с запятой).

i++;

a+=2;

x=a+b;

### 4.3. Составные операторы

Составной оператор (блок) это последовательность операторов, заключенная в фигурные скобки.

{

int s=0;

do {

int a=Convert.ToInt32(Console.ReadLine());

s+=a;

} while(a!=0);

### 4.4. Операторы выбора

Операторы выбора – это условный оператор и переключатель.

1. Условный оператор имеет полную и сокращенную форму.

if (выражение-условие) оператор; //сокращенная форма

В качестве выражения-условия могут использоваться отношение и логическое выражение. Если значение выражения-условия истинно, то выполняется оператор.

if(a<b&&a<c) min=a;

if (выражение-условие) оператор1; //полная форма

else оператор2;

Если значение выражения-условия отлично от нуля, то выполняется оператор1, при нулевом значении выражения-условия выполняется оператор2.

double x1, x2;

double d = Math.Pow(b, 2) - 4 \* a \* c;

if (d < 0)

Console.WriteLine("Решения нет");

else

{

x1 = (-b + Math.Sqrt(d)) / (2 \* a);

x2 = (-b - Math.Sqrt(d)) / (2 \* a);

Console.WriteLine("x1={0}, x2={1}", x1.ToString("f5"), x2.ToString("f5"));

}

2. Переключатель определяет множественный выбор.

switch (выражение)

{

case константа1 : оператор1 ; break;

case константа2 : оператор2 ; break;

. . . . . . . . . . .

[default: операторы; break;]

}

При выполнении оператора switch, вычисляется выражение, записанное после switch, оно должно быть целочисленным. Полученное значение последовательно сравнивается с константами, которые записаны следом за case. При первом же совпадении выполняются операторы, помеченные данной меткой. Если выполненные операторы не содержат оператора перехода, то далее выполняются операторы всех следующих вариантов, пока не появится оператор перехода или не закончится переключатель. Если значение выражения, записанного после switch, не совпало ни с одной константой, то выполняются операторы, которые следуют за меткой default. Метка default может отсутствовать.

int i;

Console.WriteLine("Введите целое число");

i=Int32.Parse(Console.ReadLine());

switch (i)

{

case 1: Console.WriteLine("\nThe number is one");

break;

case 2: Console.WriteLine("\n2\*2={0}", i \* i); break;

case 3: Console.WriteLine("\n3\*3="+ i \* i); break;

case 4: Console.WriteLine("\n" + i + " is very beautiful!");

break;

default: Console.WriteLine("\nThe end of work"); break;

}

Результаты работы программы:

1. При вводе 1 будет выведено:

The number is one

2\*2=1

3\*3=1

1. При вводе 2 будет выведено:

2\*2=4

3\*3=4

1. При вводе 3 будет выведено:

3\*3=9

1. При вводе 4 будет выведено:

4 is very beautiful!

1. При вводе всех остальных чисел будет выведено:

The end of work

### 17.5. Операторы циклов

1. Цикл с предусловием:

оператор\_1; //инициализация

while (условие)

оператор\_2; //коррекция

В качестве <условия> используется отношение или логическое выражение. Если оно истинно, то тело цикла выполняется до тех пор, пока выражение-условие не станет ложным.

int a=1,s=0; //инициализация

while (a!=0)

{

a=Int32.Parse(Console.ReadLine()); //коррекция a

s+=a;

}

1. Цикл с постусловием:

оператор\_1; //инициализация

do

оператор\_2;//коррекция

while (условие);

Тело цикла выполняется до тех пор, пока условие истинно.

int a, s=0; //инициализация

do

{

a=Int32.Parse(Console.ReadLine()); //коррекция a

s+=a;

} while (a!=0);

1. Цикл с параметром:

for(выражение\_1; выражение\_2; выражение\_3) оператор;

выражение\_1 – инициализация,

выражение\_2 – условие,

выражение\_3 – коррекция.

Выражение\_1 и выражение\_3 могут состоять из нескольких выражений, разделенных запятыми. Выражение\_1 – задает начальные условия для цикла (инициализация). Условие определяет условие выполнения цикла, если оно истинно, цикл выполняется, а затем вычисляется значение выражения\_3. Выражение\_3 – задает изменение параметра цикла или других переменных (коррекция). Цикл продолжается до тех пор, пока выражение-условие не станет равно 0. Любое выражение может отсутствовать, но разделяющие их « ; » должны быть обязательно.

//1 – увеличение параметра

int a, s=0,i;

for(i=0; i<10; i++)

{

a=Int32.Parse(Console.ReadLine());

s+=a;

}

//2 - уменьшение параметра

s = 0;

for(i=n; i>0; i--)

{

a=Int32.Parse(Console.ReadLine());

s+=a;

}

//3 изменение шага корректировки

s=0;

Console.Write(0);

for (i = 2; i < 60; i += 13)

{

s += i;

Console.Write("+"+ i );

}

Console.WriteLine("=" + s);

/\*4 проверка условия отличного от того, которое налагается на число итераций\*/

s=0;

Console.Write(0);

for ( i=1;i\*i<100; i++)

{

s += i;

Console.Write("+" + i);

}

Console.WriteLine("=" + s);

//5 коррекция с помощью умножения

sd=0;

Console.Write(0);

for ( id=10.0; id<15.0; id\*=1.1)

{

sd += id;

Console.Write("+" + id);

}

Console.WriteLine("=" + sd);

### //6 коррекция с помощью арифметического выражения

### int x,y=0;

### for (x=1;y<=75;y=5\*(x++)+10)

### {

### Console.WriteLine("x={0}, y={1}",x,y);

### }

### // 7 использование нескольких корректирующих

### //выражений, тело цикла отсутствует

### for (x=1, y=0; x<10;x++, y+=x);

### 4.6. Операторы перехода

Операторы перехода выполняют безусловную передачу управления.

1. break – оператор прерывания цикла.

int summa=0;

for (int i = 0; i < 10; i++)

{

Console.Write(">");

int number = Int32.Parse(Console.ReadLine());

if (number == 0) break;

summa += number;

}

Console.WriteLine("Summa=" + summa);

Т. е. оператор break целесообразно использовать, когда условие продолжения итераций надо проверять в середине цикла.

2. continue – переход к следующей итерации цикла. Он используется, когда тело цикла содержит ветвления.

int summa\_pol = 0, kolich\_pol = 0;

for (tek = 0, number = 1; number != 0; tek++)

{

Console.Write(">");

number = Int32.Parse(Console.ReadLine());

if (number <= 0) continue;

summa\_pol += number; kolich\_pol++;

}

Console.WriteLine("summa\_pol=" + summa\_pol);

Console.WriteLine("kolich\_pol=" + kolich\_pol);

3. goto – безусловный переход, используется в трех формах:

* goto метка:
* goto case константа:
* goto default:

Оператор goto используется:

* необходим принудительный выход из нескольких вложенных циклов;
* необходим переход из нескольких точек функции в одну точку.

Метка – это обычный идентификатор, областью видимости которого является функция. Оператор goto передает управления оператору, стоящему после метки. Использование оператора goto оправдано, если необходимо выполнить переход из нескольких вложенных циклов или переключателей вниз по тексту программы или перейти в одно место функции после выполнения различных действий.

Применение goto нарушает принципы структурного и модульного программирования, по которым все блоки, из которых состоит программа, должны иметь только один вход и только один выход.

Нельзя передавать управление внутрь операторов if, switch и циклов. Нельзя переходить внутрь блоков, содержащих инициализацию, на операторы, которые стоят после инициализации.

int k;

goto m;

. . .

{

int a=3,b=4;

k=a+b;

m: int c=k+1;

. . .

}

В этом примере при переходе на метку m не будет выполняться инициализация переменных a , b и k.

1. return – оператор возврата из функции. Он всегда завершает выполнение функции и передает управление в точку ее вызова. Вид оператора:

return [выражение];

int func1()

{

. . . .

return 1;

}

### 4.7. Оператор try

При выполнении операторов программы может возникнуть исключение, т.е. ошибочная ситуация (деление на 0, обращение к элементу массива с несуществующим индексом и т. п.).

Общая схема обработки исключений следующая:

В одной части программы, где обнаружена аварийная ситуация, исключение порождается. другая часть программы контролирует возникновение исключения, перехватывает и обрабатывает его.

Управле**ние механизмом обработки исключений основано на четы**рех ключевых словах: **try, catch, throw и finally** . Они образуют взаимосвязанную подсистему:

* Программные инструкции, которые нужно проконтролировать на предмет исключений, помещаются в try-блок.
* Если исключение таки возникает в этом блоке, оно дает знать о себе генерацией определенного рода информации. Системные исключения автоматически генерируются С#-системой динамического управления. Чтобы сгенерировать исключение вручную,используется ключевое слово throw.
* Сгенерированное исключение может быть перехвачено программным путем с помощью catch-блока и обработано соответствующим образом.
* Любой код, который должен быть обязательно выполнен при выходе из try-блока, помещается в блок finally.

Ядром обработки исключений являются блоки try и catch. Эти ключевые слова работают "в одной связке"; нельзя использовать слово try без catch или catch без try.

Формат записи try/catch-блоков обработки исключений:

try

{

// Блок кода, подлежащий проверке на наличие ошибок.

}

catch {ExceptionTypel ex)

{

// Обработчик для исключения типа ExceptionTypel.

}

catch (ExceptionType2 ex)

{

// Обработчик для исключения типа ЕхсерtionТуре2.

}

ЕхсерtionТуре — это тип сгенерированного исключения. После генерации исключение перехватывается соответствующей инструкцией catch, которая его обрабатывает. С try-блоком может быть связана не одна, а несколько catch-инструкций. Какая именно из них будет выполнена, определит тип исключения. Другими словами, будет выполнена та catch-инструкция, тип исключения которой совпадает с типом сгенерированного исключения (а все остальные будут проигнорированы). После перехвата исключения параметр ех примет его значение. Задавать параметр ех необязательно.

Важно понимать следующее. Если исключение не генерируется, try-блок завершается нормально, и все его catch-инструкции игнорируются. Выполнение программы продолжается с первой инструкции, которая стоит после последней инструкции catch. Таким образом, catch-инструкция (из предложенных после try-блока) выполняется только в случае, если сгенерировано соответствующее исключение.

**Пример обработки исключения**

do

{

try

{

Console.WriteLine("Введите кординату точки х");

x = Convert.ToDouble(Console.ReadLine());

ok = true;

}

catch (FormatException)

{

Console.WriteLine("Направильный ввод, введите вещественное число!");

ok = false;

}

}

while (!ok);

Иногда требуется перехватывать все исключения, независимо от их типа. Для этого используется catch-инструкция без параметров. В этом случае создается обработчик "глобального перехвата", который используется, чтобы программа гарантированно обработала все исключения.

catch

{

Console.WriteLine("Произошло исключение.");

}

В пространстве имен System определено несколько стандартных встроенных исключений. Все они выведены из класса SystemException, поскольку генерируются системой динамического управления (Common Language Runtime) при возникновении динамических ошибок.

|  |  |
| --- | --- |
| ***Исключение*** | ***Значение*** |
| ArrayTypeMismatchException | Тип сохраняемого значения несовместим с типом массива |
| DivideByZeroException | Попытка деления на нуль |
| IndexOutOfRangeException | Индекс массива оказался вне диапазона |
| InvalidCastException | Неверно выполнено динамическое приведение типов |
| Outof MemoryException | Обращение к оператору new оказалось неудачным из-за недостаточного объема свободной памяти |
| OverflowException | Имеет место арифметическое переполнение |
| NullReferenceException | Была сделана попытка использовать нулевую ссылку, т.е. ссылку, которая не указывает ни на какой объект |
| StackoverflowException | Переполнение стека |

**Использование ключевых слов checked и unchecked**

В С# предусмотрено специальное средство, которое связано с генерированием исключений, связанных с переполнением в арифметических вычислениях (в некоторых случаях при вычислении арифметических выражений получается результат, который выходит за пределы диапазона, определенного для типа данных в выражении). С# позволяет управлять генерированием исключений при возникновении переполнения с помощью ключевых слов checked и unchecked. Ключевое слово checked имеет две формы. Одна проверяет конкретное выражение и называется операторной checked-формой. Другая же проверяет блок инструкций.

checked (expr)

checked {

// Инструкции, подлежащие проверке.

}

Здесь expr — выражение, которое необходимо контролировать. Если значение контролируемого выражения переполнилось, генерируется исключение типа OverflowException.

Ключевое слово unchecked имеет две формы. Одна из них — операторная форма, которая позволяет игнорировать переполнение для заданного выражения. Вторая игнорирует переполнение, которое возможно в блоке инструкций.

unchecked (expr)

unchecked {

// Инструкции, для которых переполнение игнорируется.

}

Здесь expr — выражение, которое не проверяется на предмет переполнения. В случае переполнения это выражение усекается.

static void Main(string[] args)

{

byte a, b;

byte result;

a = 127;

b = 127;

try

{

unchecked

{

a = 127;

b = 127;

result = unchecked((byte)(a \* b));//=16129

Console.WriteLine("Unchecked-результат: " + result);

a = 125;

b = 5;

result = unchecked((byte)(a \* b));//=625

Console.WriteLine("Unchecked-результат: " + result);

}

checked

{

a = 2;

b = 7;

result = checked((byte)(a \* b)); // Все в порядке.

Console.WriteLine("Checked-результат: " + result);

a = 127;

b = 127;

result = checked((byte)(a \* b)); // Здесь должно быть сгенерировано исключение.

Console.WriteLine("Checked-результат: " + result); // Эта инструкция не выполнится.

}

}

catch (OverflowException exc)

{

// Перехватываем исключение.

Console.WriteLine(exc);

}

}

}

## 5. Примеры решения задач с использованием основных операторов С#

### 5.1. Программирование ветвлений

**Задача №1**. Определить, попадет ли точка с координатами (х, у ) в заштрихованную область.

**![](data:image/png;base64,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)**

1. **Анализ.**

*Исходные данные: х,у*

*Результат:* да или нет

*Классы входных данных:*

Точка (х,у) попадает

1. в 1 четверть.
   1. в заштрихованную область,
   2. на границу области,
   3. выше прямой, ограничивающей область,
   4. ниже прямой, ограничивающей область.
2. в 2 и 3 четверть.
3. в заштрихованную область,
4. на границу области,
5. за окружность, ограничивающую область,
6. внутрь окружности, ограничивающей область.
7. в 4 четверть.
8. в заштрихованную область,
9. на границу области,
10. правее прямой х=2 и ниже прямой у=-3, ограничивающих область,
11. левее прямой х=1 и выше прямой у=-1, ограничивающей область.

*Классы выходных данных:*

1. Да.
2. Нет.
3. Ошибка при вводе х.
4. Ошибка при у.

*Анализ условия.*

Ok=I || II || III || VI, где I, II, III, IV – условия попадания точки в заштрихованную область для каждой четверти.

Четверть I: Область формируется прямыми 0Х и 0У, прямой, проходящей через точки (0,1)и(1,0) и прямой, проходящей через точки (0,3) и (2,0).

Необходимо определить уравнения прямых у=ax+b. Решаем две системы уравнений:

1. 1=a\*0+b; 0=a\*1+b;
2. 2=a\*0+b; 0=a\*3+b;

Из этих систем получаем следующие уравнения прямых:

y=-1x+1;

y=-2/3x+1;

Тогда условие попадания точки в I квадрант будет выглядеть следующим образом:

y>=-x+1&&y<=-2/3x+2&&y>=0&&x>=0.

Четверти II и III: Область формируется прямыми 0Х и 0У и двумя окружностями, описываемыми формулами x2+y2=1, x2+y2=9.

Тогда условие попадания точки во II и III квадранты будет выглядеть следующим образом:

x2+y2>=1&& x2+y2<=9&&&&x<=0.

Четверть IV:

Область формируется двумя прямоугольниками. Точка может попадать либо в первый прямоугольник, либо во второй.

Условие попадания точки в IV квадрант будет выглядеть следующим образом:

(x>=0&&x<=1&&y<=-1&&y>=-3)|| (x>=1&&x<=3&&y<=0&&y>=-3) .

*Алгоритм. Нарисовать блок-схему самостоятельно.*

*Программа.*

class Program

{

static void Main(string[] args)

{

double x=0, y=0;

bool ok=true;

do

{

try

{

Console.WriteLine("Введите кординату точки х");

x = Convert.ToDouble(Console.ReadLine());

ok = true;

}

catch (FormatException)

{

Console.WriteLine("Направильный ввод, введите вещественное число!");

ok = false;

}

}

while (!ok);

do

{

try

{

Console.WriteLine("Введите кординату точки y");

y = Convert.ToDouble(Console.ReadLine());

ok = true;

}

catch (FormatException)

{

Console.WriteLine("Направильный ввод, введите вещественное число!");

ok = false;

}

}

while (!ok);

if ((y >= -x + 1 && y <= 2.0 / 3.0 \* x + 2 && x >= 0 && y >= 0) || (Math.Pow(x, 2) + Math.Pow(y, 2) >= 1 && Math.Pow(x, 2) + Math.Pow(y, 2) <= 9 && x <= 0) ||(x >= 0 && x <= 1 && y <= -1 && y >= -3) || (x >= 1 && x <= 2 && y <= 0 && y >= -3))

Console.WriteLine("Точка попадает в заданную область");

else

Console.WriteLine("Точка не попадает в заданную область");

}

}

*Тесты:*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| T1 | x=1,y=0.5 | попадает | попадает | 1 четверть |
| T2 | x=-1,y=0.5 | попадает | попадает | 2 четверть |
| T3 | x=-1,y=-0.5 | попадает | попадает | 3 четверть |
| T4 | х=-0,5, у=-2 | попадает | попадает | 4 четверть |
| T5 | х=1,5, у=-0,5 | попадает | попадает | 4 четверть |
| T6 | х=0, у=0 | не попадает | не попадает | центр координат |
| T7 | х=2, у=3 | не попадает | не попадает | 1 четверть |
| T8 | х=-3, у=3 | не попадает | не попадает | 2 четверть |
| T9 | х=-3, у=-3 | не попадает | не попадает | 3 четверть |
| T10 | х=3, у=-3 | не попадает | не попадает | 4 четверть |
| T11 | х=1, у=0 | попадает | попадает | граница |
| T12 | х=-1, у=0 | попадает | попадает | граница |
| T13 | х=1, у=0 | попадает | попадает | граница |
| T14 | х=-1, у=0 | попадает | попадает | граница |

*Проверить полноту тестов по критериям черного и белого ящиков самостоятельно.*

### 5.2. Программирование арифметических циклов

Для арифметического цикла заранее известно сколько раз выполняется тело цикла.

**Задача №2.** Дана последовательность целых чисел из n элементов. Найти среднее арифметическое этой последовательности.

*Анализ.*

*Исходные данные:*

size – количество чисел,

number1, number2,…numberN – последовательность целых чисел.

*Результат:*

srednee – среднее арифметическое, вещественное число.

*Анализ решения.*

Используется цикл с параметром, т.к. известно количество чисел.

Инициализация: i=1, s=0;

Условие: i<=size.

Коррекция: i++;

Тело цикла: ввод number; s+=number.

*Классы входных данных:*

1. size>0, результат – среднее арифметическое последовательности чисел.
2. size<=0, результат – неправильный ввод size.
3. size – не целое число, результат – неправильный ввод size.
4. number – целое число, результат – среднее арифметическое последовательности чисел.
5. number – не целое число, результат – неправильный ввод number.

*Классы выходных данных:*

1. Число.
2. Неправильный ввод size.
3. Неправильный ввод number.

*Алгоритм. Нарисовать блок-схему самостоятельно.*

*Программа.*

class Program

{

static void Main(string[] args)

{

int size = 0;

bool ok=true;

do

{

try

{

Console.WriteLine("Введите количество чисел");

size = Convert.ToInt32(Console.ReadLine());

ok = true;

}

catch (FormatException)

{

Console.WriteLine("Неправильный ввод, введите целое число!");

ok = false;

}

if(size<=0)

{

Console.WriteLine("Число должно быть больше 0!");

ok=false;

}

}

while(!ok);

double srednee=0;

int number;

for(int i=0;i<size;i++)

{

try

{

Console.WriteLine("Введите {0} число",i+1);

number = Convert.ToInt32(Console.ReadLine());

srednee += number;

}

catch (FormatException)

{

Console.WriteLine("Неправильный ввод, введите целое число!");

i--;

}

}

srednee /= size;

Console.WriteLine("Среднее арифметическое последовательности равно: " + srednee);

}

}

*Тесты*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| T1 | Size=0 | ошибка | ошибка | 0 раз |
| T2 | Size=1, number=2 | Srednee=2 | Srednee=2 | 1 раз |
| T3 | Number=0,5 | ошибка | ошибка |  |
| T4 | Size=5, number=1,2,3,4,5 | Srednee=3 | Srednee=3 | Результат целое число |
| T5 | Size=2, number=1,2 | Srednee=1,5 | Srednee=1,5 | Результат вещественное число |
| T6 | Size=2, number=1.2 | ошибка | ошибка | number – не целое |

*Проверить полноту тестов по критериям черного и белого ящиков самостоятельно.*

**Задача №3.** Найти значение S=1+2+3+4+. . . +N

*Анализ, алгоритм – самостоятельно.*

class Program

{

static void Main(string[] args)

{

int size = 0;

bool ok=true;

do

{

try

{

Console.WriteLine("Введите количество чисел");

size = Convert.ToInt32(Console.ReadLine());

ok = true;

}

catch (FormatException)

{

Console.WriteLine("Направильный ввод, введите целое число!");

ok = false;

}

}

while(!ok);

int summa=0;

for (int number = 1; number <= size; number++)

summa += number;

Console.WriteLine("Сумма {0} первых целых чисел равна={1}",size, summa);

}

}

*Тесты*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| T1 | Size=0 | 0 | 0 | 0 раз |
| T2 | Size=1 | summa=1 | summa=1 | 1 раз |
| T3 | Size=5 | summa=15 | summa=15 | 5 раз |

*Проверить полноту тестов по критериям черного и белого ящиков самостоятельно.*

### 5.3. Программирование итерационных циклов

Для итерационного цикла должно быть известно условие выполнения цикла. При использовании цикла с предусловием (while) тело цикла может не выполняться ни разу, если сразу же не выполняется условие цикла. При использовании цикла с постусловием тело цикла будет выполнено хотя бы один раз. И в том, и в другом случае используется условие выполнения цикла.

**Задача №5.** Дана последовательность целых чисел, за которой следует 0. Найти минимальный элемент этой последовательности.

Для решения этой задачи используем цикл с предусловием, т. к. ноль не входит в последовательность и его не надо обрабатывать при поиске минимального значения.

*Анализ.*

*Исходные данные:*

number1, number2,…,0 – последовательность целых чисел.

*Результат:*

min – минимальное значение, целое число.

Используется цикл с условием, т.к. известен признак конца последовательности 0.

Инициализация: ввод number; min=number;

Условие: number!=0.

Коррекция: ввод number;

Тело цикла: ввод number; сравнение min и number.

*Классы входных данных:*

1. number – целые числа положительные, результат – минимальное число>0.
2. number – не целое число, результат – неправильный ввод number.
3. number – целые числа отрицательные, результат – минимальное число<0.
4. number – целые числа положительные и отрицательные, результат – минимальное число<0.
5. number – целые числа положительные и/или отрицательные, несколько одинаковых чисел, которые являются минимальными, результат – первое минимальное число.

*Классы выходных данных:*

1. Минимальное число.
2. Последовательность пустая.
3. Неправильный ввод числа последовательности.

*Алгоритм. Нарисовать блок-схему самостоятельно.*

*Программа.*

class Program

{

static void Main(string[] args)

{

int number=0, min=0,i=0;

bool ok = false;

while (!ok)

{

try

{

Console.WriteLine("Введите 1-e число");

number = Convert.ToInt32(Console.ReadLine());

ok = true;

}

catch (FormatException)

{

Console.WriteLine("Нe правильный ввод, введите целое число!");

ok = false;

}

}

min = number;

while (number != 0)

{

try

{ i++;

if (min > number) min = number;

Console.WriteLine("Введите {0} число", i+1);

number = Convert.ToInt32(Console.ReadLine());

}

catch (FormatException)

{

Console.WriteLine("Нe правильный ввод, введите целое число!");

i--;

}

}

if (i == 0) Console.WriteLine("Последовательность пустая!");

else Console.WriteLine("Min=" + min);

}

}

Для решения этой же задачи можно написать программу с использованием цикла с постусловием.

class Program

{

static void Main(string[] args)

{

int number=0, min=0,i=0;

do

{

try

{

i++;

Console.WriteLine("Введите {0} число", i );

number = Convert.ToInt32(Console.ReadLine());

if (number == 0) break;

if (i == 1) min = number;

else

if (min > number) min = number;

}

catch (FormatException)

{

Console.WriteLine("Нeправильный ввод, введите целое число!");

i--;

}

} while (true);

if (min == 0) Console.WriteLine("Последовательность пустая!");

else Console.WriteLine("Min=" + min);

}

}

*Тесты*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| T1 | 0 | Последовательность пустая | Последовательность пустая | 0 раз |
| T2 | 1,0 | Min=1 | Min=1 | 1 раз |
| T3 | 1,2,3,0 | Min=1 | Min=1 | 3 разa |
| T4 | 3,2,1,0 | Min=1 | Min=1 |  |
| T5 | 2,1,3,0 | Min=1 | Min=1 |  |
| T6 | a | Нeправильный ввод, введите целое число! | Нeправильный ввод, введите целое число! |  |
| T7 | 1,1,2,0 | Min=1 | Min=1 | Два мин. |
| T8 | -1,-2,-3,0 | Min=-3 | Min=-3 | Отрицат. числа |
| T9 | 1,2,-3,0 | Min=-3 | Min=-3 | Отрицат. и положит. числа |

*Проверить полноту тестов по критериям черного и белого ящиков самостоятельно.*

**Задача №6**. Найти сумму чисел Фибоначчи, меньших заданного числа Q. Числа Фибоначчи – это последовательность чисел: 1, 1, 2, 3, 5, 8, 13, …., т. е. каждое следующее число – это сумма двух предыдущих.

*Анализ.*

*Исходные данные:*

Q – целое число.

*Результат:*

Последовательность целых чисел.

*Анализ решения.*

Используется цикл с условием.

Инициализация: a=1, b=1, c=a+b, s=a+b+c;

Условие цикла c<Q.

Коррекция: a=b,b=c, c=a+b;

Тело цикла: s+=c;

*Классы входных данных.*

1. Q<=0, результат – сообщение об ошибке.

2. Q=1, результат – одно число 1.

3. Q=2, результат – два числа 1,1.

4. Q>2, результат – последовательность целых чисел.

5. Q – не является целым числом.

*Классы выходных данных:*

1. Последовательность чисел Фибоначчи.

2. Q<=0, нельзя сформировать последовательность.

3. Q – не является целым числом.

*Алгоритм. Нарисовать блок-схему самостоятельно.*

*Программа.*

class Program

{

static void Main(string[] args)

{

int fib1 = 1, fib2 = 1, fib3 = fib1 + fib2;

int Q=0;

int sum = 0;

bool ok = true;

do

{

try

{

Console.WriteLine("Введите целое число Q");

Q = Convert.ToInt32(Console.ReadLine());

ok = true;

}

catch (FormatException)

{

Console.WriteLine("Неправильный ввод, введите целое число!");

ok = false;

}

}

while (!ok);

if(Q<=0)

{

Console.WriteLine("Q не может быть меньше или равно 0!");

return;

}

if (Q == 1)

{

sum = 0;

}

else

if (Q == 2)

{

sum = fib1 + fib2;

}

else

{

sum = fib1 + fib2;

while (fib3 < Q)

{

sum += fib3;

fib1 = fib2;

fib2 = fib3;

fib3 = fib1 + fib2;

}

}

Console.WriteLine("Сумма чисел Фибоначчи меньших числа {0} равна {1}", Q, sum);

}

}

}

*Тесты*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| T1 | Q=0 | Q не может быть меньше или равно 0 | Q не может быть меньше или равно 0 |  |
| T2 | Q=1 | Сумма чисел Фибоначчи меньших числа 1 равна 0 | Сумма чисел Фибоначчи меньших числа 1 равна 0 |  |
| T3 | Q=2 | Сумма чисел Фибоначчи меньших числа 2 равна 2 | Сумма чисел Фибоначчи меньших числа 2 равна 2 |  |
| T4 | Q=5 | Сумма чисел Фибоначчи меньших числа 5 равна 7 | Сумма чисел Фибоначчи меньших числа 5 равна 7 |  |
| T5 | Q=a | Нeправильный ввод, введите целое число! | Нeправильный ввод, введите целое число! |  |

*Проверить полноту тестов по критериям черного и белого ящиков самостоятельно.*

### 5.4. Программирование вложенных циклов

Тело цикла может содержать любые операторы, в том числе и другие циклы. Оператор цикла, который содержится в теле другого цикла, называется вложенным.

**Задача №7**: Напечатать N простых чисел.

*Анализ.*

*Исходные данные:*

N – целое число.

*Результат*: последовательность простых чисел.

Разделим эту задачу на две подзадачи:

* + 1. определить является ли число простым;
    2. напечатать N чисел, удовлетворяющих заданному условию.

Простым называется число, которое делится только само на себя и на единицу (сама единица простым числом не является). Тогда, чтобы определить является число простым или нет, нужно проверить есть ли у него другие делители. Для этого будем делить число number на все числа от 2 до number включительно, используя цикл с постусловием. Если number разделится на divisor без остатка только, когда d станет равно number, значит, число простое:

int divisor = 1;

do

{

divisor++;

}

while (number % divisor != 0);

if (number == divisor)

Console.WriteLine("Yes");

else Console.WriteLine("No");

Для решения второй подзадачи, нам нужно перебирать все числа, начиная с 2, и печатать только те, которые являются простыми. При этом, нужно подсчитывать напечатанные числа. Выполнение цикла закончится, когда будет напечатано size чисел.

int number = 2;

for(int count=1; count<=size;)

{

int divisor = 1;

if (number простое число)

{

Console.WriteLine(number + " ");

count++;

}

number++;

}

Объединив эти два фрагмента вместе, получим решение поставленной задачи.

*Классы входных данных:*

1. size<=0, результат "Пустая последовательность!"
2. size>0, результат сформированная последовательность простых чисел.
3. number – не целое число, результат – неправильный ввод number.

*Программа.*

class Program

{

static void Main(string[] args)

{

int size=0;

bool ok = true;

do

{

try

{

Console.WriteLine("Введите количество чисел");

size = Convert.ToInt32(Console.ReadLine());

ok = true;

}

catch (FormatException)

{

Console.WriteLine("Направильный ввод, введите целое число!");

ok = false;

}

}

while (!ok);

if (size <= 0)

{

Console.WriteLine("Пустая последовательность!");

return;

}

int number = 2;

for(int count=1; count<=size;)

{

int divisor = 1;

do

{

divisor++;

}

while (number % divisor != 0);

if (number == divisor)

{

Console.WriteLine(number + " ");

count++;

}

number++;

}

}

}

*Тесты*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| T1 | size=0 | Пустая последовательность | Пустая последовательность |  |
| T2 | size=1 | 2 | 2 |  |
| T3 | size=1 | 2,3,5,7,11 | 2,3,5,7,11 |  |
| T5 | size =a | Нeправильный ввод, введите целое число! | Нeправильный ввод, введите целое число! |  |

*Проверить полноту тестов по критериям черного и белого ящиков самостоятельно.*